Application of sorting algorithms for convex hull determination
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Abstract

The proposed research explores the possibilities of applying some base algorithms for sorting to the process of finding a convex in order to optimize the time indicators of this process. A comparative analysis of the time characteristics has been performed using different time approaches in Graham’s algorithm. The empirical results obtained have been used as a basis for building a pattern model of the process of finding a convex hull. It performs point sorting by a given criterion and finds a convex hull on a two-dimensional set of points. For this model, a visualization module has been developed that can be used as a learning environment in the courses of computing and complexity of algorithms.
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1 Introduction

In modern computer systems, a number of basic and improved algorithms are used to organize and process large amounts of data. The process of rearranging objects in a particular order is known as sorting. In this sense sorting is a universal, basic activity, with wide application in different algorithms. One of the untraditional applications of sorting is in computational-geometric algorithms to find a convex hull of a set of points. The basis of these algorithms is the processing of a large number of multipoint points by a given criterion.

The definition of the convex hull finds interesting practical applications such as finger pointing [4], wireless sensor node recovery [5], virtual body digitalization [6], modelling of human solutions in games [7], machine learning [8] etc. For this reason, sorting is essential in the algorithms for finding a convex envelope. It is possible to sort out a large number of elements to take significant computing resources, and in this sense the question arises as to how exactly the type of sorting affects the efficiency and performance of the algorithm when used and applied. In the context of the discussed issues, the objectives of the present study are:

1. Suggest different approaches for integrating sorting algorithms into algorithms to find a convex envelope.

2. Perform studies of the influence of the sorting algorithm type in the process of finding a convex envelope and analyze and summarize the resulting experimental time results.

3. Using the optimal of the approaches studied, suggest an example algorithm on the basis of which a class for finding a convex envelope can be created.
2 Exposition

The essence of sorting as a process of rearranging a given set of objects in a particular order [3] determines the two underlying operations on which the complexity of each sorting algorithm depends. These are the operations of comparison and exchange of values. Since interest in the study is a sorting application in Graham's algorithm to find a convex shell, three of the main sorts will be examined. These are pyramidal sorting, bubble sorting and quick sorting.

The quick sort algorithm requires a time proportionally averaged over \( N \log N \) to sort the \( N \) element. The main drawback of the algorithm is that it is not stable and in worst-case uses \( N^2 \) operations.

Bubble method is one of the most popular sorting algorithms. The average and worst case of this algorithm is \( O(n^2) \) and is not used to sort large unordered datasets [1].

Heapsort is a kind of sorting algorithm by direct selection. With the complexity of \( O(n \log n) \) it has the advantage of a more favorable worst case because he does not use many arrays or recursion.

Graham's algorithm for finding a convex envelope on multiple points consists of three basic steps. In its first step, using a sorting, there is a base point of the hull with minimum \( x \) and \( y \) coordinates. When searching for this point, all points in the set are sorted by the \( y \) coordinate, and if there are several points with a minimum \( y \) coordinate, they are sorted by the \( x \) coordinate. In the second step of the algorithm follows an angular range of points [2]. All points are sorted by the angle that forms the straight line passing through the base point and the point with the abscissa axis. This angular sort is replaced by checking the coordinates of the points. In its third step, the algorithm finds among the sorted points the ones that are from the shell and constructs it.

For an empirical comparison of the timing characteristics when applying sorting in the Graham algorithm, the following approaches were considered:

1. Apply bubble method for the angular sorting.

When applying this algorithm, the base point of the set is detected and angularly sorted by the bubble method. The main modification in the algorithm is to compare the points of their location to their baseline and previous point. The array of points crawls in sequence and at each step compares the point \( a[i] \) and \( a[i+1] \). If the point \( a[i+1] \) is located in the left half of the starting beam point and the point \( a[i] \), the algorithm continues with the check for points \( a[i+1] \) and \( a[i+2] \). If the point \( a[i+1] \) is in the right half equal to this beam or lies on it, then the elements \( a[i] \) and \( a[i+1] \) change their positions.

2. Apply a quick sort order for angular sorting.
In the quick sort order to sort the stack of points first, a point \( x \) is selected as the last point in the array with which the other points are compared. After comparing with an auxiliary function, the goal is to the left of the \( x \) point in the array to be points which, compared to the base, make smaller angles with the abscissa and to the right of \( x \) points that make larger angles. Then, by recurs, the left and right parts of the array are sorted.

3. Apply a heapsort to find a base point.

When applying this sorting, there is a quick element with a minimum coordinate that stands at the top of the pyramid.

<table>
<thead>
<tr>
<th>Table 1: Time performance</th>
</tr>
</thead>
<tbody>
<tr>
<td>Input data</td>
</tr>
<tr>
<td>500</td>
</tr>
<tr>
<td>6000</td>
</tr>
<tr>
<td>45000</td>
</tr>
<tr>
<td>250000</td>
</tr>
</tbody>
</table>

Using a pyramid sorting in Graham’s algorithm to find a base point, it is matched with a quick sort or a sorting method by arranging the points of the set relative to the angle.

In the Table 1 are given time results from the application of the three approaches for sorting the same data from the set of points. It can be seen that Graham’s algorithm’s time efficiency using a pyramidal point-to-point pairing in combination with a quick sorting of the remaining points gives the best time results from the approaches considered.

In the context of these results, Graham’s sample algorithm, using a pyramidal and quick sort, and the basis on which to create a convex hull class can be proposed. The algorithm has the following form:

```c
int grahamscan(Point A[], int n){
    sort(A, A+n, compy);
    int k=1;
    while(k<n && A[k-1].y==A[k].y) k++;
    if(k>1){
        sort(A, A+k, compx);
        swap(A[1],A[k-1]);
        if(k==n){
            if(A[0].x==A[n-1].x) return 1;
            return 2;
        }
        sort(A+k, A+n, compt);
    }else{
        sort(A+1, A+n, compt);
        k=2;
        while(k<n && dir(A[0], A[k-1], A[k]) == 0) k++;
        sort(A+1, A+k, compy);
        swap(A[1], A[k-1]);
    }
    int m=1;
    for(int i=k; i<n; i++){
        while(dir(A[m-1], A[m], A[i]) <= 0) m--;
        m++;
        swap(A[m], A[i]);
    }
    return m+1;
}
```
3 Conclusions

Applying a sort of algorithm to find a convex envelope can be explored in two main directions:
1. Approaches for adapting sorting algorithms when searching for convex envelope.
2. Ability to improve the efficiency and speed of algorithms for finding a convex hull.

The proposed algorithm successfully adapts the Gram's algorithm to look for a convex envelope, improving its performance and efficiency. For the application of sorting in other algorithms to find a convex envelope and their improvement, this is a good guideline for developing an optimal class that can be used to construct a convex envelope at a set of points.

References


Copyright © 2018 Mihaela Todorova and Stoyan Kapralov and Valentina Dyankova. This is an open access article distributed under the Creative Commons Attribution License, which permits unrestricted use, distribution, and reproduction in any medium, provided the original work is properly cited.